# Отчет по главе “Триггеры” Шелудько А.А. ИТ2202

**Задача 1**

Вам доступна база данных, принадлежащая социальной сети "ВКонтакте". Она включает таблицу Users, которая хранит информацию о пользователях сети.

Напишите запрос, создающий триггер, который перед изменением номера телефона пользователя переводит его в следующий формат:

+7dddddddddd

Также запрос должен включать создание триггера, который при добавлении информации о новом пользователе переводит его номер телефона в формат, приведенный выше.

Гарантируется, что номер телефона пользователя всегда указывается в одном из следующих форматов:

* +7dddddddddd
* +8dddddddddd
* +7 dddddddddd
* +8 dddddddddd

где d — цифра в диапазоне [0; 9].

DROPTABLEIFEXISTSusers;

CREATETABLEUsers(idINTAUTO\_INCREMENT,nameVARCHAR(20),surnameVARCHAR(20),phone\_numberVARCHAR(20),PRIMARYKEY(id));INSERTINTOUsers(name,surname,phone\_number)VALUES('Matt','Damon','+79087333025'),('Edward','Norton','+79642218964'),('Nicolas','Cage','+79808814813'),('Ben','Affleck','+79042778299'),('John','Travolta','+79640950623');

DELIMITER //

CREATETRIGGERBeforeUserUpdateBEFOREUPDATEONUsers

FOREACHROW

BEGIN

SETNEW.phone\_number=CONCAT('+7',REPLACE(REPLACE(NEW.phone\_number,' ',''),'+8',''));

END//

CREATETRIGGERBeforeUserInsertBEFOREINSERTONUsers

FOREACHROW

BEGIN

SETNEW.phone\_number=CONCAT('+7',REPLACE(REPLACE(NEW.phone\_number,' ',''),'+8',''));

END//

DELIMITER;

SELECT\*FROMusers

**Задача 2**

Вам доступна база данных, принадлежащая социальной сети "ВКонтакте". Она включает таблицы Users и UsersEmailHistory. Первая таблица хранит информацию о пользователях сети, вторая — историю изменения адресов электронных почт пользователей.

Напишите запрос, создающий триггер, который после изменения пользователем адреса электронной почты фиксирует данное изменение и добавляет соответствующую информацию в таблицу UsersEmailHistory.

DROPTABLEIFEXISTSUsersEmailHistory;DROPTABLEIFEXISTSUsers;CREATETABLEUsers(idINTAUTO\_INCREMENT,nameVARCHAR(20),surnameVARCHAR(20),emailVARCHAR(40),PRIMARYKEY(id));INSERTINTOUsers(name,surname,email)VALUES('Matt','Damon','matt@gmail.com'),('Edward','Norton','ENorton.@outlook.com'),('Nicolas','Cage','ghostrider@outlook.com'),('Ben','Affleck','thebestbat@gmail.com'),('John','Travolta','WhereAmI@cloud.com');CREATETABLEUsersEmailHistory(log\_idINTAUTO\_INCREMENT,user\_idINT,old\_emailVARCHAR(40),new\_emailVARCHAR(40),updated\_onDATE,PRIMARYKEY(log\_id));INSERTINTOUsersEmailHistory(user\_id,old\_email,new\_email,updated\_on)VALUES(3,'cagecage2@gmail.com','ghostrider@outlook.com','2023-08-19'),(1,'mattie@cloud.com','matt@gmail.com','2023-08-20');

DELIMITER //

CREATETRIGGERAfterEmailUpdate

AFTERUPDATEONUsers

FOREACHROW

BEGIN

IFOLD.email!=NEW.emailTHEN

INSERTINTOUsersEmailHistory(user\_id,old\_email,new\_email,updated\_on)

VALUES(OLD.id,OLD.email,NEW.email,CURDATE());

ENDIF;

END//

DELIMITER;

SELECT\*FROMUsersEmailHistory

**Задача 3**

Вам доступна база данных, принадлежащая онлайн-кинотеатру "Окко". Она включает таблицы Films, Users и Purchases. Первая таблица хранит информацию о доступных в кинотеатре фильмах, вторая — информацию о пользователях кинотеатра, третья — информацию о покупках пользователей.

Напишите запрос, создающий триггер, который после покупки пользователем очередного фильма прибавляет к его сумме, потраченной на покупку фильмов, стоимость только что купленного фильма.

DROPTABLEIFEXISTSPurchases;DROPTABLEIFEXISTSUsers;DROPTABLEIFEXISTSFilms;CREATETABLEFilms(idINTPRIMARYKEYAUTO\_INCREMENT,titleVARCHAR(20),directorVARCHAR(20),priceDECIMAL(5,2));INSERTINTOFilms(title,director,price)VALUES('Toy Story 2','John Lasseter',2.99),('WALL-E','Andrew Stanton',4.99),('Ratatouille','Brad Bird',4.99),('Up','Pete Docter',4.99),('Brave','Brenda Chapman',7.99),('Monsters University','Dan Scanlon',7.99),('Cars 2','John Lasseter',7.99),('Finding Nemo','Andrew Stanton',4.99),('Toy Story','John Lasseter',2.99),('The Incredibles','Brad Bird',4.99);CREATETABLEUsers(idINTPRIMARYKEYAUTO\_INCREMENT,nameVARCHAR(40),surnameVARCHAR(40),total\_spendingDECIMAL(5,2));INSERTINTOUsers(name,surname,total\_spending)VALUES('Matt','Damon',23.96),('Edward','Norton',10.98),('Nicolas','Cage',10.98),('Ben','Affleck',7.98),('John','Travolta',0.0);CREATETABLEPurchases(idINTPRIMARYKEYAUTO\_INCREMENT,film\_idINT,user\_idINT);INSERTINTOPurchases(film\_id,user\_id)VALUES(1,1),(1,3),(2,4),(1,2),(9,4),(6,1),(7,2),(6,3),(5,1),(10,1);

DELIMITER //

CREATETRIGGERAfterPurchase

AFTERINSERTONPurchases

FOREACHROW

BEGIN

DECLAREfilmPriceDECIMAL(5,2);

SELECTpriceINTOfilmPrice

FROMFilms

WHEREid=NEW.film\_id;

UPDATEUsers

SETtotal\_spending=total\_spending+filmPrice

WHEREid=NEW.user\_id;

END//

DELIMITER;

SELECT\*FROMUsers

**Представления.**

**Задача 1**

Вам доступна база данных, принадлежащая социальной сети "ВКонтакте". Она состоит из одной таблицы с именем Users, которая хранит информацию о пользователях сети.

Напишите запрос, создающий представление с именем UsersWithEmail. Представление должно включать информацию (идентификатор, имя, фамилия, адрес электронной почты) о тех пользователях, адрес электронной почты которых известен.

DROPTABLEIFEXISTSUsers;CREATETABLEUsers(idINTPRIMARYKEYAUTO\_INCREMENT,nameVARCHAR(40),surnameVARCHAR(40),emailVARCHAR(40));INSERTINTOUsers(name,surname,email)VALUES('Christopher','Nolan',NULL),('Steven','Spielberg',NULL),('Quentin','Tarantino','queen@gmail.com'),('Martin','Scorsese',NULL),('David','Fincher','dfincher@outlook.com'),('Ridley','Scott','riddler@gmail.com'),('Stanley','Kubrick','bigstan@icloud.com'),('Clint','Eastwood','cowboy@yahoo.com'),('James','Cameron',NULL),('Tim','Burton','timmy@icloud.com');

CREATEVIEWUsersWithEmailAS

SELECTid,name,surname,email

FROMUsers

WHEREemailISNOTNULL;

SELECT\*FROMUsersWithEmail

**Задача 2**

Вам доступна база данных, принадлежащая средней школе Мидтауна. Она включает таблицу Students, которая хранит информацию об учениках школы.

Напишите запрос, извлекающий из предложенной базы данных идентификаторы групп, в которых нет ни максимального, ни минимального количества учеников.

DROPTABLEIFEXISTSStudents;CREATETABLEStudents(idINTPRIMARYKEYAUTO\_INCREMENT,nameVARCHAR(60),group\_idINT);INSERTINTOStudents(name,group\_id)VALUES('Alice',101),('Bob',102),('Charlie',101),('David',103),('Eva',102),('Frank',104),('Grace',101),('Hannah',105),('Ivy',103),('Jack',102),('Kate',104),('Liam',105),('Mia',101),('Noah',103),('Olivia',102),('Peter',102),('Quinn',101),('Riley',104),('Sophia',103),('Thomas',102);

WITHGroupCountsAS(

SELECTgroup\_id,COUNT(\*)asstudent\_count

FROMStudents

GROUPBYgroup\_id

),

MinMaxAS(

SELECTMIN(student\_count)asmin\_count,MAX(student\_count)asmax\_count

FROMGroupCounts

)

SELECTgc.group\_id

FROMGroupCountsgc,MinMaxmm

WHEREgc.student\_count>mm.min\_countANDgc.student\_count<mm.max\_count;

SELECT\*FROMStudents

**Задача 3**

Вам доступна база данных, принадлежащая социальной сети "ВКонтакте". Она включает таблицу Relations, которая хранит информацию о подписчиках пользователей.

Напишите запрос, который определяет все пары пользователей с максимальным количеством общих подписчиков. Другими словами, если максимальное количество общих подписчиков между любыми двумя пользователями равно max, то запрос должен определить все пары пользователей, у которых есть max общих подписчиков.

Поле с идентификатором первого пользователя должно иметь псевдоним user1\_id, поле с идентификатором второго пользователя — user2\_id. Также для каждой записи результирующей таблицы должно выполняться user1\_id < user2\_id.

DROPTABLEIFEXISTSRelations;CREATETABLERelations(user\_idINT,follower\_idINT);INSERTINTORelations(user\_id,follower\_id)VALUES(1,3),(2,3),(7,3),(1,4),(2,4),(7,4),(1,5),(2,6),(7,5),(3,1),(4,1),(3,2),(4,2),(5,1),(6,2),(5,7),(6,7),(5,4),(7,6),(6,5);

WITHCommonFollowersAS(

SELECT

r1.user\_idASuser1\_id,

r2.user\_idASuser2\_id,

COUNT(\*)AScommon\_followers\_count

FROMRelationsr1

JOINRelationsr2ONr1.follower\_id=r2.follower\_idANDr1.user\_id<r2.user\_id

GROUPBYr1.user\_id,r2.user\_id

)

SELECTuser1\_id,user2\_id

FROMCommonFollowers

WHEREcommon\_followers\_count=(

SELECTMAX(common\_followers\_count)FROMCommonFollowers

);

SELECT\*FROMRelations

**Задача 4**

Вам доступна база данных, принадлежащая интернет-магазину Amazon. Она включает таблицу Orders, которая хранит информацию о заказах покупателей.

Напишите запрос, который определяет уникальные идентификаторы товаров, которые были заказаны три или более раз в течение двух лет подряд.

DROPTABLEIFEXISTSOrders;CREATETABLEOrders(idINTPRIMARYKEYAUTO\_INCREMENT,product\_idINT,quantityINT,purchase\_dateDATE);INSERTINTOOrders(product\_id,quantity,purchase\_date)VALUES(1,7,'2020-03-16'),(1,4,'2020-05-02'),(1,7,'2020-07-10'),(1,6,'2021-02-23'),(1,5,'2021-05-21'),(1,6,'2021-10-11'),(3,5,'2019-08-08'),(8,1,'2021-06-03'),(2,5,'2023-12-25'),(7,7,'2022-07-10'),(3,5,'2019-09-24'),(8,5,'2022-07-29'),(7,5,'2023-01-16'),(3,7,'2022-12-21'),(3,3,'2021-06-16'),(3,7,'2019-06-11'),(8,3,'2021-06-13'),(8,1,'2020-05-25'),(3,3,'2023-06-14'),(8,5,'2022-01-13'),(7,9,'2023-07-19'),(5,3,'2023-12-01'),(4,8,'2022-02-15'),(3,7,'2020-09-06'),(8,3,'2020-11-23'),(4,9,'2023-10-05'),(7,2,'2023-10-12'),(8,5,'2020-01-03'),(6,6,'2022-06-21'),(8,6,'2021-07-01'),(3,4,'2018-12-26'),(3,5,'2019-08-11'),(3,7,'2022-02-21'),(3,5,'2018-09-04'),(7,3,'2022-03-07'),(6,5,'2021-01-01'),(3,4,'2022-03-18'),(5,2,'2023-01-31'),(8,7,'2022-07-19'),(7,3,'2022-10-27'),(2,6,'2023-10-16'),(8,5,'2020-08-04'),(4,7,'2022-08-28');

WITHYearlyOrdersAS(

SELECTproduct\_id,YEAR(purchase\_date)asyear,COUNT(\*)asorder\_count

FROMOrders

GROUPBYproduct\_id,YEAR(purchase\_date)

HAVINGorder\_count>=3

)

SELECTDISTINCTa.product\_id

FROMYearlyOrdersa

JOINYearlyOrdersbONa.product\_id=b.product\_idANDa.year=b.year-1;

SELECT\*FROMOrders

**Обобщенные табличные выражения.**

**Задача 1**

Вам доступна база данных, принадлежащая средней школе Мидтауна. Она включает таблицу Math, которая хранит информацию об оценках учеников выпускного класса за итоговый экзамен по математике.

У каждой буквенной оценки имеется текстовый эквивалент, который определяется согласно следующей таблице:

![](data:image/png;base64,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)

Напишите запрос, который разбивает студентов на группы в зависимости от текстового эквивалента их оценки, определяет количество студентов в каждой группе и отображает полученный результат в виде таблицы из двух полей:

1. result — текстовый эквивалент оценки (Great, Well или Bad)
2. students — количество студентов, получивших оценку, соответствующую этому текстовому эквиваленту

WITHGradeEquivalentAS(

SELECT

CASE

WHENgradeIN('A','B')THEN'Great'

WHENgradeIN('C')THEN'Well'

ELSE'Bad'

ENDASresult

FROMMath

)

SELECT

result,

COUNT(\*)asstudents

FROMGradeEquivalent

GROUPBYresult;

**Задача 2**

Вам доступна база данных, принадлежащая интернет-магазину Amazon. Она включает таблицы Customers и Orders. Первая таблица хранит информацию о покупателях магазина, вторая — информацию о заказах покупателей.

Напишите запрос, который определяет имя покупателя с наибольшей средней суммой заказа и указывает полученный результат в поле с псевдонимом customer.

WITHAverageOrdersAS(

SELECT

customer\_id,

AVG(amount)asavg\_amount

FROMOrders

GROUPBYcustomer\_id

)

SELECT

c.nameAScustomer

FROMCustomersc

JOINAverageOrdersaoONc.id=ao.customer\_id

ORDERBYao.avg\_amountDESC

LIMIT1;

**Задача 3**

Вам доступна база данных, принадлежащая маркетплейсуOzon. Она включает таблицу Orders, которая хранит информацию о заказах покупателей, совершенных в июне и июле 2023 года.

Напишите запрос, определяющий название магазина, который заработал наибольшее количество денег в июне, а также название магазина, который заработал наибольшее количество денег в июле.

Полученные значения должны быть указаны в полях с псевдонимами best\_in\_june и best\_in\_july соответственно.

WITHMonthlyEarningsAS(

SELECT

store,

SUM(amount)astotal\_amount,

MONTH(order\_date)asmonth

FROMOrders

WHEREMONTH(order\_date)IN(6,7)ANDYEAR(order\_date)=2023

GROUPBYstore,month

)

SELECT

(SELECTstoreFROMMonthlyEarningsWHEREmonth=6ORDERBYtotal\_amountDESCLIMIT1)asbest\_in\_june,

(SELECTstoreFROMMonthlyEarningsWHEREmonth=7ORDERBYtotal\_amountDESCLIMIT1)asbest\_in\_july;

**Задача 4**

Вам доступна база данных, принадлежащая маркетплейсуOzon. Она включает таблицу Orders, которая хранит информацию о заказах покупателей.

Напишите запрос, который извлекает из предложенной базы данных всю информацию о каждом заказе. Также рядом с данными о каждом заказе должна быть указана средняя сумма заказа в том магазине, в котором был совершен заказ.

Поле со средней суммой заказа в магазине должно иметь псевдоним avg\_for\_store. Значения в поле avg\_for\_store должны быть округлены до 1 знака после запятой.

WITHStoreAveragesAS(

SELECT

store,

ROUND(AVG(amount),1)asavg\_for\_store

FROMOrders

GROUPBYstore

)

SELECT

o.\*,

sa.avg\_for\_store

FROMOrderso

JOINStoreAveragessaONo.store=sa.store;

**Задача 5**

Вам доступна база данных, принадлежащая платформе для поиска авиабилетов Aviasales. Она включает таблицу Flights, которая хранит информацию о количестве доступных авиарейсов между различными аэропортами.

Трафиком аэропорта называется общее количество авиарейсов, в которых участвует аэропорт (в качестве аэропорта отправления или аэропорта прибытия). Например, трафик аэропорта с идентификатором 1 равен 19 + 1 = 20.

Напишите запрос, который определяет идентификаторы аэропортов с наибольшим трафиком.

Поле с идентификатором аэропорта должно иметь псевдоним airport\_id.

WITHAirportTrafficAS(

SELECT

departure\_airportASairport\_id,

SUM(flights\_count)AStraffic

FROMFlights

GROUPBYdeparture\_airport

UNIONALL

SELECT

arrival\_airportASairport\_id,

SUM(flights\_count)AStraffic

FROMFlights

GROUPBYarrival\_airport

)

SELECT

airport\_id

FROMAirportTraffic

GROUPBYairport\_id

ORDERBYSUM(traffic)DESC

LIMIT3;

**Задача 6**

Вам доступна база данных, принадлежащая налоговой службе. Она включает таблицу Salaries, которая хранит информацию о зарплатах сотрудников различных организаций.

Для каждой организации налоговая служба определяет собственную налоговую ставку:

* 0%, если максимальная зарплата любого сотрудника организации меньше 1000
* 24%, если максимальная зарплата любого сотрудника организации находится в диапазоне [1000; 10000] ​​​​​​
* 49%, если максимальная зарплата любого сотрудника организации больше 10000

Напишите запрос, который извлекает из предложенной базы данных идентификаторы и имена сотрудников организаций, а также зарплату каждого сотрудника после уплаты налогов.

Поле с идентификатором сотрудника должно иметь псевдоним id, поле с именем — name. Значения в поле salary должны быть округлены до ближайшего целого числа.

WITHTaxRatesAS(

SELECT

company\_id,

CASE

WHENMAX(salary)<1000THEN0

WHENMAX(salary)BETWEEN1000AND10000THEN0.24

ELSE0.49

ENDAStax\_rate

FROMSalaries

GROUPBYcompany\_id

)

SELECT

s.employee\_idASid,

s.employee\_nameASname,

ROUND(s.salary\*(1-tr.tax\_rate))ASsalary

FROMSalariess

JOINTaxRatestrONs.company\_id=tr.company\_id;

**Задача 7**

Вам доступна база данных, принадлежащая организации по проведению выборов в городе БрайтФоллс. Она включает таблицу Votes, которая хранит информацию о голосах избирателей.

Каждый избиратель имеет 1 голос, который он может отдать одному или нескольким кандидатам. Если избиратель голосует за нескольких кандидатов, его голос распределяются между ними поровну. Например, если избиратель голосует за 2кандидатов, каждый из них получит по 0.5 голосов.

Напишите запрос, который определяет имя кандидата, набравшего наибольшее количество голосов.

WITHVoteCountsAS(

SELECT

candidate,

SUM(1.0/COUNT(\*))OVER(PARTITIONBYvoter)asvotes

FROMVotes

GROUPBYvoter,candidate

)

SELECT

candidate

FROMVoteCounts

GROUPBYcandidate

ORDERBYSUM(votes)DESC

LIMIT1;

**Задача 8**

Вам доступна база данных, принадлежащая автовокзалу города БрайтФоллс. Она включает таблицы Buses и Passengers. Первая таблица хранит информацию об автобусах, вторая — информацию о пассажирах.

Пассажиры прибывают на автовокзал в определенное время и из доступных автобусов выбирают тот, который уезжает раньше всех.

Напишите запрос, который определяет, со скольким количеством пассажиров выедет из автовокзала каждый автобус, и отображает полученный результат в виде таблицы из двух полей:

* bus\_id — идентификатор автобуса
* passenger\_count — количество пассажиров в этом автобусе

Записи в результирующей таблице должны быть расположены в порядке возрастания значения поля bus\_id.

WITHBusPassengersAS(

SELECT

b.idASbus\_id,

p.idASpassenger\_id,

ROW\_NUMBER()OVER(PARTITIONBYp.idORDERBYb.departure\_time)asrn

FROMBusesb

JOINPassengerspONb.departure\_time>p.arrival\_time

)

SELECT

bus\_id,

COUNT(\*)ASpassenger\_count

FROMBusPassengers

WHERErn=1

GROUPBYbus\_id

ORDERBYbus\_id;

**Задача 1**

Напишите запрос, который извлекает таблицу, содержащую квадраты всех целых чисел от 1 до 10 включительно.

Поле с квадратом целого числа должно иметь псевдоним number.

WITHRECURSIVEnumbers(n,number)AS(

SELECT1,1

UNIONALL

SELECTn+1,(n+1)\*(n+1)

FROMnumbers

WHEREn<10

)

SELECT\*FROMnumbers;

**Задача 2**

Напишите запрос, который извлекает таблицу, содержащую все даты с 31 декабря 2024 года по 1 декабря 2024 включительно.

Поле с датой должно иметь псевдоним day.

WITHRECURSIVEdates(day)AS(

SELECTDATE('2024-12-31')

UNIONALL

SELECTDATE\_SUB(day,INTERVAL1DAY)

FROMdates

WHEREday>'2024-12-01'

)

SELECT\*FROMdates;

**Задача 3**

В SQL с помощью функции ORD() можно получить код символа в таблице ASCII.

Результатом приведенного ниже запроса:

SELECTORD('A'),

ORD('B'),

ORD('C');

является:
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С помощью функции CHAR() можно выполнить обратную операцию: получить символ по его коду.

Результатом приведенного ниже запроса:

SELECTCHAR(65),

CHAR(66),

CHAR(67);

является:
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Обратите внимание, что возвращаемым значением функции CHAR() является байтовая строка, а не обычная. При необходимости получить результат в виде обычной строки достаточно выполнить дополнительную конвертацию.

Результатом приведенного ниже запроса:

SELECTCONVERT(CHAR(65), CHAR),

CONVERT(CHAR(66), CHAR),

CONVERT(CHAR(67), CHAR);

является:
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Применив предложенные функции, напишите запрос, который извлекает таблицу, содержащую все заглавные латинские буквы от A до Z включительно.

Поле с латинской буквой должно иметь псевдоним letter.

WITHRECURSIVEalphabet(letter,ascii\_value)AS(

SELECTCHAR(65),65

UNIONALL

SELECTCHAR(ascii\_value+1),ascii\_value+1

FROMalphabet

WHEREascii\_value<90

)

SELECTletterFROMalphabet;

**Задача 4**

Напишите запрос, который извлекает таблицу, содержащую названия всех 12 месяцев на английском языке.

Поле с названием месяца должно иметь псевдоним month.

WITHRECURSIVEmonths(n,month)AS(

SELECT1,DATE\_FORMAT(DATE(CONCAT('2024-',LPAD(1,2,'0'),'-01')),'%M')

UNIONALL

SELECTn+1,DATE\_FORMAT(DATE(CONCAT('2024-',LPAD(n+1,2,'0'),'-01')),'%M')

FROMmonths

WHEREn<12

)

SELECTmonthFROMmonths;

**Задача 5**

Напишите запрос, который извлекает таблицу, содержащую все целые числа от 1 до 20 включительно, а также их факториалы.

Поле с целым числом должно иметь псевдоним number, поле с факториалом числа — factorial.

WITHRECURSIVEfactorials(number,factorial)AS(

SELECT1,1

UNIONALL

SELECTnumber+1,factorial\*(number+1)

FROMfactorials

WHEREnumber<20

)

SELECT\*FROMfactorials;

**Задача 6**

Напишите запрос, который извлекает таблицу, содержащую 20 случайных целых чисел в диапазоне [10; 50].

Поле со случайным числом должно иметь псевдоним number.

WITHRECURSIVErandom\_numbers(n,number)AS(

SELECT1,FLOOR(10+RAND()\*41)

UNIONALL

SELECTn+1,FLOOR(10+RAND()\*41)

FROMrandom\_numbers

WHEREn<20

)

SELECTnumberFROMrandom\_numbers;

**Задача 7**

Вам доступна база данных, принадлежащая математическому ресурсу CleverStudents. Она включает таблицу Numbers, которая хранит различные целые числа.

Напишите запрос, который извлекает из предложенной базы данных все целые числа, располагая их в порядке возрастания и добавляя между ними отсутствующие значения (например, число 4 между числами 3 и 5).

WITHRECURSIVEsequenceAS(

SELECTMIN(num)ASnum

FROMNumbers

UNIONALL

SELECTnum+1

FROMsequence

WHEREnum+1<=(SELECTMAX(num)FROMNumbers)

)

SELECTnumFROMsequence;

**Задача 8**

Вам доступна база данных, принадлежащая маркетплейсуOzon. Она включает таблицу Orders, которая хранит информацию о заказах покупателей.

Напишите запрос, который извлекает из предложенной базы данных все даты, располагая их в порядке возрастания и добавляя между ними отсутствующие даты (например, дату 2023-12-30 между датами 2023-12-29 и 2023-12-31). Помимо этого, для каждой даты должно быть указано количество заказов, совершенных в эту дату.

Поле с количеством заказов, совершенных в определенную дату, должно иметь псевдоним orders\_count.

WITHRECURSIVEdate\_sequenceAS(

SELECTMIN(order\_date)ASdate

FROMOrders

UNIONALL

SELECTDATE\_ADD(date,INTERVAL1DAY)

FROMdate\_sequence

WHEREDATE\_ADD(date,INTERVAL1DAY)<=(SELECTMAX(order\_date)FROMOrders)

)

SELECT

ds.date,

IFNULL(COUNT(o.order\_date),0)ASorders\_count

FROMdate\_sequenceds

LEFTJOINOrdersoONds.date=o.order\_date

GROUPBYds.date;

**Задача 1**

Вам доступна база данных, принадлежащая операционной системе Windows. Она включает таблицу Files, которая хранит информацию о расположении файлов и папок внутри системы.

Напишите запрос, извлекающий из предложенной базы данных идентификаторы всех файлов и папок, а также указывающий для каждого файла или папки путь до него в следующем формате:

.../<название родительской папки>/<название файла или папки>

Поле с путем до файла или папки должно иметь псевдоним path.

SELECTid,name,CAST(nameASCHAR(1000))ASpath

FROMFiles

WHEREparent\_directory\_idISNULL

UNIONALL

SELECTf.id,f.name,CONCAT(fp.path,'/',f.name)

FROMFilesf

JOINfile\_pathsfpONf.parent\_directory\_id=fp.id

)

SELECTid,pathFROMfile\_paths;

**Задача 2**

Вам доступна база данных, принадлежащая компании Google. Она включает таблицу Investment, хранящую информацию о суммах, которые могут быть инвестированы в компанию.

Каждая инвестиционная сумма может быть инвестирована одним, двумя или тремя инвесторами. Если сумма инвестируется несколькими инвесторами, она делится между ними поровну.

Напишите запрос, который разделяет каждую инвестиционную сумму на равные доли в зависимости от количества инвесторов и отображает полученный результат в виде таблицы из трех полей:

* investors\_number — количество инвесторов
* investment\_amount — инвестиционная сумма
* individual\_amount — доля каждого инвестора

WITHRECURSIVEinvestment\_splits(investors\_number,investment\_amount,individual\_amount)AS(

SELECT1,investment\_amount,investment\_amount

FROMInvestment

UNIONALL

SELECTinvestors\_number+1,investment\_amount,investment\_amount/(investors\_number+1)

FROMinvestment\_splits

WHEREinvestors\_number<3

)

SELECT\*FROMinvestment\_splits;

**Задача 3**

Вам доступна база данных, принадлежащая платформе для поиска авиабилетов Aviasales. Она включает таблицу Routes, которая хранит информацию об авиарейсах между различными городами.

Напишите запрос, извлекающий из предложенной базы данных названия городов, в которые можно добраться из города NewYork (напрямую или с помощью промежуточных рейсов), а также указывающий расстояние маршрута до каждого города.

WITHRECURSIVEreachable\_citiesAS(

SELECTdestination\_city,distance

FROMRoutes

WHEREsource\_city='New York'

UNIONALL

SELECTr.destination\_city,r.distance+rc.distance

FROMRoutesr

JOINreachable\_citiesrcONr.source\_city=rc.destination\_city

)

SELECTdestination\_cityAScity,MIN(distance)ASdistance

FROMreachable\_cities

GROUPBYdestination\_city;

**Задача 4**

Вам доступна база данных, принадлежащая компании Google. Она включает таблицу Tasks, которая хранит информацию о задачах, которые должны быть выполнены сотрудниками компании.

Напишите запрос, извлекающий из предложенной базы данных названия всех задач, а также указывающий для каждой задачи время, необходимое для ее выполнения, с учетом времени решения всех задач, от которых она зависит.

Поле с конечным временем, необходимым для выполнения задачи, должно иметь псевдоним total\_time.

WITHRECURSIVEtask\_timesAS(

SELECTid,name,time\_requiredAStotal\_time

FROMTasks

WHEREdepends\_on\_task\_idISNULL

UNIONALL

SELECTt.id,t.name,t.time\_required+tt.total\_timeAStotal\_time

FROMTaskst

JOINtask\_timesttONt.depends\_on\_task\_id=tt.id

)

SELECTname,total\_timeFROMtask\_times;

**Задача 5**

Вам доступна база данных, принадлежащая платформе для поиска авиабилетов Aviasales. Она включает таблицу Routes, которая хранит информацию об авиарейсах между различными городами.

Напишите запрос, определяющий все возможные маршруты, которыми можно добраться из города Groningen в город Haarlem, и указывающий полученные результаты в поле с псевдонимом route в следующем формате:

Groningen -><название промежуточного города> -> ... -><название промежуточного города> -> Haarlem

WITHRECURSIVEtravel\_routesAS(

SELECTsource\_city,destination\_city,CONCAT(source\_city,' -> ',destination\_city)ASroute

FROM(SELECT\*FROMRoutes)ASstart

WHEREsource\_city='Groningen'

UNIONALL

SELECTtr.source\_city,r.destination\_city,CONCAT(tr.route,' -> ',r.destination\_city)

FROMtravel\_routestr

JOIN(SELECT\*FROMRoutes)ASrONtr.destination\_city=r.source\_city

WHEREtr.destination\_city!='Haarlem'

)

SELECTroute

FROMtravel\_routes

WHEREdestination\_city='Haarlem';

**Задача 6**

Вам доступна база данных, принадлежащая неизвестной семье. Она включает таблицу Genealogy, которая хранит информацию о родительских отношениях между определенными членами семьи.

Напишите запрос, извлекающий из предложенной базы данных имена всех членов семьи, а также указывающий для каждого члена его родственное отношение к члену семьи по имени James:

* mother — мать
* father — отец
* grandmother — бабушка
* grandfather — дедушка

Сам James по отношению к самому себе должен являться сыном — son.

Поле с родственным отношением члена семьи должно иметь псевдоним relationship.

WITHRECURSIVEfamily\_treeAS(

SELECTid,name,father\_id,mother\_id,CAST('son'ASCHAR(20))ASrelationship

FROMGenealogy

WHEREname='James'

UNIONALL

SELECTg.id,g.name,g.father\_id,g.mother\_id,

CASE

WHENft.relationship='son'ANDg.id=ft.father\_idTHENCAST('father'ASCHAR(20))

WHENft.relationship='son'ANDg.id=ft.mother\_idTHENCAST('mother'ASCHAR(20))

WHENft.relationship='father'ANDg.id=ft.father\_idTHENCAST('grandfather'ASCHAR(20))

WHENft.relationship='father'ANDg.id=ft.mother\_idTHENCAST('grandmother'ASCHAR(20))

WHENft.relationship='mother'ANDg.id=ft.father\_idTHENCAST('grandfather'ASCHAR(20))

WHENft.relationship='mother'ANDg.id=ft.mother\_idTHENCAST('grandmother'ASCHAR(20))

ENDASrelationship

FROMGenealogyg

JOINfamily\_treeftONg.id=ft.father\_idORg.id=ft.mother\_id

)

SELECTname,relationshipFROMfamily\_treeWHERErelationshipISNOTNULL;